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## 1 Training Assignment

### 1.1 The Hierarchy of Classes

Implement classes "Human," "Citizen", "Student", "Employee". Each class must implement virtual function that shows related data on the screen. Create an array of pointers to different objects of the class hierarchy. Create a cycle and display data that represents objects of different types.

### 1.2 Using Polymorphism

Create a class for solving problem set in task 1.2 of the [sixth laboratory training](http://iwanoff.inf.ua/programming_1/LabTraining06.html) from previous semester. The class should contain at least two member functions: a function that returns some value according to individual task, and pure virtual function that is called from the previous one and defines the left side of the equation or researched function (according to the task).

Class should be allocated in a separate header file. The relevant implementation file should contain the definition of non-abstract member functions.

Another translation unit should contain a class derived from the previous one. This class should contain the definition of the virtual function, which is a subject of investigation. Create an object of the derived class and implement the individual task in main() function.

Note: You should add some base class member functions that will calculate the first (second) derivative.

### 1.3 Class Template for Representation of Two-Dimensional Array

Convert class created in the task 1.2 of the previous laboratory training into class template. Implement global template function that returns minimum array item. Create arrays of integers, real numbers, and simple fractions (previously created class) in main() function. For these three arrays you should test the function of finding the minimum value, as well as other class features with catching possible exceptions. You should also solve the problem from the individual task.

Note: in order to be able to find the minimum value in the array of fractions you should overload comparison operation for objects of the class "Simple fraction".

Task one :

The code :

#include <iostream>  
  
using std::cout;  
  
class Human {  
public:  
 virtual void showStatus() {  
 cout << "Hello, I am a human\n";  
 }  
};  
  
class Student : public Human {  
public:  
 void showStatus() {  
 cout << "I am a student of NTU <<KHPI>>\n";  
 }  
};  
  
class Citizen : public Human  
{  
public:  
 void showStatus() {  
 cout << "I am a citizen of imo state Nigeria\n";  
 }  
};  
  
class Employee : public Human {  
public:  
 void showStatus() {  
 cout << "I am not an employee for now\n";  
 }  
};  
  
int main() {  
 Human \*human;  
  
 Citizen \*citizenAndrew = new Citizen();  
 Student \*studentNTU = new Student();  
 Employee \*employeeNone = new Employee();  
  
 Human \*arr[3];  
 arr[0] = citizenAndrew;  
 arr[1] = studentNTU;  
 arr[2] = employeeNone;  
  
 for (int i = 0; i < 3; i++)  
 arr[i]->showStatus();  
  
 std::cin.get();  
 return 0;  
}

Execution :

![](data:image/png;base64,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)

Task two :

The code :

Main.cpp

#include <iostream>  
#include "Virtual.h"  
  
using std::cout;  
  
class MyDichotomy : public FuncVir  
{  
 virtual double f(double x) {  
 return x \* x\*x + x \* x\*x + x \* x;  
 }  
};  
  
int main() {  
  
 MyDichotomy d;  
 cout << d.getMinValSecDer(-1, 1);  
 system("pause");  
 return 0;  
}

Virtual.h

//  
// Created by alimsah on 5/16/19.  
//  
  
#ifndef POLYMORPH\_VIRTUAL\_H  
#define POLYMORPH\_VIRTUAL\_H  
class FuncVir  
 {  
 public:  
  
 double eps = 0.001;  
 double firstDer(double a);  
 double secondDer(double a);  
 double getMinValSecDer(double a, double b, double eps = 0.0000001);  
 virtual double f(double x) = 0;  
  
 };  
#endif //POLYMORPH\_VIRTUAL\_H

FuncVir.cpp

#include "Virtual.h"  
#include <iostream>  
#include <cmath>  
  
using std::cout;  
  
double FuncVir::firstDer(double a)  
{  
 return (f(a + eps) - f(a)) / eps;  
}  
  
double FuncVir::secondDer(double a)  
{  
 double f1 = firstDer(a);  
 double f2 = firstDer(a + eps);  
 double b = (f2 - f1) / eps;  
 //cout << "Second der: " << b << "\n";  
 return b;  
}  
  
double FuncVir::getMinValSecDer(double a, double b, double eps)  
{  
 double x;  
 do {  
 x = (a + b) / 2;  
 if (secondDer(a) \* secondDer(x) <= 0) {  
 b = x;  
 }  
 else {  
 a = x;  
 }  
 cout << "ddf(a): " << secondDer(a) << " ddf(b): " << secondDer(x) <<  
 " a = " << a << " b = " << b << "\n";  
 } while (fabs(b - a) > eps);  
  
 //(f2 - f1) / eps  
  
  
 return x;  
}

Execution:
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Task 3:

The code :

Main.cpp

#include "Fraction.h"  
#include <iostream>  
#include <iomanip>  
#include <cmath>  
  
using std::cout;  
using std::cin;  
using std::istream;  
using std::endl;  
using std::ostream;  
  
  
template <typename T> class Matrix2D {  
  
 friend ostream& operator <<(ostream& out, const Matrix2D<T>& m) {  
 for (int i = 0; i < m.rows; i++) {  
 for (int j = 0; j < m.cols; j++) {  
 out << std::setw(2) << m.matrix[i][j] << ' ';  
 }  
 out << endl;  
 }  
 return out;  
 }  
  
 friend istream& operator >>(istream& in, Matrix2D<T>& m) {  
 for (int i = 0; i < m.rows; i++) {  
 for (int j = 0; j < m.rows; j++) {  
 in >> m.matrix[i][j];  
 }  
 }  
 return in;  
 }  
  
private:  
 T \* \*matrix;  
 int rows;  
 int cols;  
 int next\_indexR;  
 int next\_indexC;  
public:  
 class OutOfBounds  
 {  
 int outOfBounIndexRow;  
 int outOfBounIndexCol;  
 public:  
 OutOfBounds(int x, int y) : outOfBounIndexRow(x), outOfBounIndexCol(y) {}  
 int getOutOfBounIndexRow() const { return outOfBounIndexRow; }  
 int getOutOfBounIndexCol() const { return outOfBounIndexCol; }  
 };  
  
 Matrix2D() {  
 matrix = alloc(0, 0);  
 next\_indexR = 0;  
 next\_indexC = 0;  
 }  
  
 ~Matrix2D() {  
 dealloc();  
 }  
  
 T& operator() (int i, int j) {  
 if (i >= rows || j >= cols)  
 throw OutOfBounds(i, j);  
 return matrix[i][j];  
 }  
 const T& operator() (int i, int j) const {  
 if (i >= rows || j >= cols)  
 throw OutOfBounds(i, j);  
 return matrix[i][j];  
 }  
  
 int getRows() { return rows; }  
 int getCols() { return cols; }  
 int getNextIndexR() { return next\_indexR; }  
 int getNextIndexC() { return next\_indexC; }  
  
 //void addElement(T element);  
  
  
  
 Matrix2D<T> operator+(const Matrix2D& m) const {  
 // first, make sure matrices can be added. if not, return original matrix  
 if (rows != m.rows || cols != m.cols) {  
 cout << "Matrix sizes do not match.";  
 return (\*this);  
 }  
 else {  
 //matrix new\_mat(row,col);  
 Matrix2D<T> new\_mat;  
 new\_mat.alloc(rows, cols);  
  
 for (int i = 0; i < rows; i++) {  
 for (int j = 0; j < cols; j++) {  
 new\_mat(i, j) = matrix[i][j] + m(i, j);  
 //cout << "Sum " << new\_mat(i, j) << " ";  
 }  
 //cout << "\n";  
 }  
 cout << "Sum:\n" << new\_mat;  
 return new\_mat;  
 }  
 }  
  
 Matrix2D<T> operator-(const Matrix2D& m) {  
 Matrix2D<T> resultMatrix;  
  
 // first, make sure matrices can be added. if not, return original matrix  
 if (rows != m.rows || cols != m.cols) {  
 cout << "Matrix sizes do not match.";  
 return (\*this);  
 }  
  
 //matrix new\_mat(row,col);  
 Matrix2D<T> new\_mat;  
 new\_mat.alloc(rows, cols);  
  
 for (int i = 0; i < rows; i++) {  
 for (int j = 0; j < cols; j++) {  
 new\_mat(i, j) = matrix[i][j] - m(i, j);  
 }  
 }  
 return new\_mat;  
 }  
  
 Matrix2D<T> operator\*(const Matrix2D<T>& m) const {  
 if (cols == m.rows) {  
  
 Matrix2D<T> new\_mat;  
 new\_mat.alloc(rows, m.cols);  
 for (int i = 0; i < rows; i++) {  
 for (int j = 0; j < m.cols; j++) {  
 new\_mat.matrix[i][j] = 0;  
 for (int k = 0; k < cols; k++) {  
 new\_mat.matrix[i][j] += matrix[i][k] \* m.matrix[k][j];  
 }  
 }  
 cout << endl;  
 }  
 cout << "Multipl:\n" << new\_mat;  
 return new\_mat;  
 }  
 else {  
 return m;  
 }  
  
 }  
  
 T \*\*alloc(int rows, int cols) {  
 this->rows = rows;  
 this->cols = cols;  
 next\_indexC = 0;  
 next\_indexR = 0;  
  
 matrix = new T \*[rows];  
 for (int row = 0; row < rows; row++) {  
 matrix[row] = new T[cols];  
 }  
 return matrix;  
  
 }  
  
 void dealloc() {  
 for (int row = 0; row < rows; row++)  
 delete[] matrix[row];  
  
 delete[] matrix;  
 }  
};  
  
  
  
/\*void outputInfo(int a, Matrix2D<T> m);  
void Triple(Matrix2D<T>& m);\*/  
  
template <typename T> void getMin(Matrix2D<T>& m) {  
 T min = T();  
  
 min = m(0, 0);  
 for (int i = 0; i < m.getRows(); i++) {  
 for (int j = 0; j < m.getCols(); j++) {  
 if (m(i, j) < min)  
 min = m(i, j);  
 }  
 }  
 cout << min;  
}  
  
template <typename T> void getMax(Matrix2D<T> &m)  
{  
 T max = T();  
 max = m(0, 0);  
 for (int i = 0; i < m.getRows(); i++) {  
 for (int j = 0; j < m.getCols(); j++) {  
 if (m(i, j) > max)  
 max = m(i, j);  
 }  
 }  
 cout << max;  
  
}  
  
template <typename T>  
void Triple(Matrix2D<T>& m) {  
 for (int i = 0; i < m.getRows(); i++) {  
 for (int j = 0; j < m.getCols(); j++) {  
  
 if (m(i, j) < 2) {  
 m(i, j) = m(i, j) \* m(i, j) \* m(i, j);  
 }  
 }  
 }  
}  
  
int main() {  
 cout << "Choose type of array: 1-int 2-double 3-fraction\n";  
 int answer;  
 cin >> answer;  
 if (answer == 1) {  
 Matrix2D<int> A1, A2;  
  
 A1.alloc(2, 2);  
 A2.alloc(2, 2);  
 try {  
 cout << "Enter A1 matrix: " << endl;  
 cin >> A1;  
 cout << "Enter A2 matrix: " << endl;  
 cin >> A2;  
 }  
 catch (Matrix2D<int>::OutOfBounds e) {  
 cout << "Bad row index: " << e.getOutOfBounIndexRow() << endl;  
 cout << "Bad col index: " << e.getOutOfBounIndexCol() << endl;  
  
 }  
  
 cout << "Entered matrices\n";  
 cout << A1 << endl;  
 cout << A2 << endl;  
  
 A1 + A2;  
 A1 \* A2;  
 //cout << "Sum\n" << A1 + A2 << endl;  
 //cout << "Multipl\n" << A1 \* A2 << endl;  
  
 cout << "Min element of the first matrix: ";  
 getMin(A1);  
  
 cout << "Max element of the first matrix: ";  
 getMax(A1);  
  
 cout << "\nMin elements tripled: \n";  
  
  
 Triple(A1);  
 cout << A1;  
 }  
 else if (answer == 2)  
 {  
 Matrix2D<double> B1, B2;  
 B1.alloc(2, 2);  
 B2.alloc(2, 2);  
 }  
 else if (answer == 3) {  
 Matrix2D<Fraction> F1, F2;  
 F1.alloc(2, 2);  
 F2.alloc(2, 2);  
  
  
 try {  
 cout << "Enter F1 matrix: " << endl;  
 cin >> F1;  
 cout << "Enter F2 matrix: " << endl;  
 cin >> F2;  
 }  
 catch (Matrix2D<int>::OutOfBounds e) {  
 cout << "Bad row index: " << e.getOutOfBounIndexRow() << endl;  
 cout << "Bad col index: " << e.getOutOfBounIndexCol() << endl;  
  
 }  
  
 cout << "Entered matrices\n";  
 cout << F1 << endl;  
 cout << F2 << endl;  
  
 //F1 + F2;  
 //F1 \* F2;  
 //cout << "Sum\n" << A1 + A2 << endl;  
 //cout << "Multipl\n" << A1 \* A2 << endl;  
  
  
 cout << "Min element of the first matrix: ";  
 getMin(F1);  
  
 cout << "\nMin element tripled: \n";  
 Triple(F1);  
 cout << F1;  
 }  
  
 system("pause");  
 return 0;  
}

Fraction.cpp

//  
// Created by alimsah on 5/16/19.  
//  
  
  
#include "Fraction.h"  
using std::cout;  
using std::cin;  
using std::endl;  
  
using std::ostream;  
using std::istream;  
  
Fraction::Fraction() {  
 numerator = 0;  
 denominator = 0;  
}  
  
Fraction::Fraction(int numerator, int denominator)  
{  
 this->numerator = numerator;  
 this->denominator = denominator;  
}  
  
int Fraction::GetNumerator()  
{  
 return numerator;  
}  
  
int Fraction::GetDenominator()  
{  
 return denominator;  
}  
  
void Fraction::SetNumerator(int value)  
{  
 numerator = value;  
}  
  
void Fraction::SetDenominator(int value)  
{  
 denominator = value;  
}  
  
ostream& operator<<(ostream& out, Fraction& fraction)  
{  
 // output the frACTION N/D  
 out << fraction.GetNumerator();  
 out << "/";  
 out << fraction.GetDenominator();  
 return out;  
}  
  
istream& operator>>(istream & in, Fraction & fraction)  
{  
 int numerator, denominator;  
 //out << "Please enter numerator and denominator: \n";  
 in >> numerator >> denominator;  
 fraction.SetNumerator(numerator);  
 fraction.SetDenominator(denominator);  
 return in;  
}  
  
Fraction Fraction::operator+(Fraction fraction)  
{  
 Fraction resultFraction;  
  
 if (this->denominator == fraction.GetDenominator()) {  
 resultFraction.SetNumerator(this->numerator + fraction.GetNumerator());  
 resultFraction.SetDenominator(this->denominator);  
 }  
 else {  
 resultFraction.SetNumerator((this->numerator \* fraction.GetDenominator()) +  
 (fraction.GetNumerator() \* this->denominator));  
 resultFraction.SetDenominator(this->denominator \* fraction.GetDenominator());  
 }  
  
 return resultFraction;  
 return Fraction();  
}  
  
Fraction Fraction::operator-(Fraction fraction) {  
 Fraction resultFraction;  
  
 if (this->denominator == fraction.GetDenominator()) {  
 resultFraction.SetNumerator(this->numerator - fraction.GetNumerator());  
 resultFraction.SetDenominator(this->denominator);  
 }  
 else {  
 resultFraction.SetNumerator((this->numerator \* fraction.GetDenominator()) - (fraction.GetNumerator() \* this->denominator));  
 resultFraction.SetDenominator(this->denominator \* fraction.GetDenominator());  
 }  
  
 return resultFraction;  
}  
  
Fraction Fraction::operator\*(Fraction fraction) {  
 Fraction resultFraction;  
  
 resultFraction.SetNumerator(this->numerator \* fraction.GetNumerator());  
 resultFraction.SetDenominator(this->denominator \* fraction.GetDenominator());  
  
 return resultFraction;  
}

Fraction header:

//  
// Created by alimsah on 5/16/19.  
//  
  
#ifndef TEMPLATE\_FRACTION\_H  
#define TEMPLATE\_FRACTION\_H  
  
  
#include <iostream>  
#include <string>  
  
using std::cout;  
using std::cin;  
using std::endl;  
  
using std::ostream;  
using std::istream;  
  
class Fraction {  
private:  
 long numerator;  
 long denominator;  
public:  
 Fraction();  
 Fraction(int numerator, int denominator);  
  
 friend ostream& operator<<(ostream& out, Fraction& fraction);  
 friend istream& operator>>(istream& in, Fraction& fraction);  
  
 Fraction operator+(Fraction fraction);  
 Fraction operator-(Fraction fraction);  
 Fraction operator\*(Fraction fraction);  
  
 friend bool operator<(Fraction& a, int b) {  
 return a.GetNumerator() < b;  
 }  
  
 bool operator<(Fraction a) {  
 return this->numerator \* a.GetDenominator() < a.GetNumerator() \* this->denominator;  
 }  
  
  
 int GetNumerator();  
 int GetDenominator();  
 void SetNumerator(int value);  
 void SetDenominator(int value);  
};  
  
  
#endif //TEMPLATE\_FRACTION\_H

Execution:
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